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Abstract

Existing planning action domain model acquisition ap-
proaches consider different types of state traces from which
they learn. The differences in state traces refer to the level of
observability of state changes (from full to none) and whether
the observations have some noise (the state changes might be
inaccurately logged). However, to the best of our knowledge,
all the existing approaches consider state traces in which each
state change corresponds to an action specified by its name
and all its parameters (all objects that are relevant to the ac-
tion). Furthermore, the names and types of all the parameters
of the actions to be learned are given. These assumptions are
too strong.
In this paper, we propose a method that learns action schema
from state traces with fully observable state changes but with-
out the parameters of actions responsible for the state changes
(only action names are part of the state traces). Although we
can easily deduce the number (and names) of the actions that
will be in the learned domain model, we still need to deduce
the number and types of the parameters of each action along-
side its precondition and effects. We show that this task is at
least as hard as graph isomorphism. However, our experimen-
tal evaluation on a large collection of IPC benchmarks shows
that our approach is still practical as the number of required
parameters is usually small.
Compared to the state-of-the-art learning tools SAM and Ex-
tended SAM our new algorithm can provide better results in
terms of learning action models more similar to reference
models, even though it uses less information and has fewer
restrictions on the input traces.

Introduction
Automated Planning is an important field of Artificial Intel-
ligence that deals with the problem of finding a sequence
of actions, i.e., a plan, that transforms the state of the
world from the initial state to some goal state. Domain-
independent planning requires a symbolic model describ-
ing the world and actions that is fed to a planning engine,
a generic solver of planning tasks. Such a symbolic model
can be represented, for instance, in the well-known PDDL
language (Howe et al. 1998).

Domain model acquisition, in a nutshell, deals with the
problem of acquiring such a symbolic model that adequately

represents a given domain. Tools such as GIPO (Simp-
son, Kitchin, and McCluskey 2007), ItSimple (Vaquero et
al. 2007), or, recently, planning.domains provide very
useful support in domain modeling. These tools, however,
still rely on an expert who handcrafts the model.

Automated domain model acquisition aims at mitigating
or even alleviating the need for an expert to encode sym-
bolic domain models. The underlying idea behind automat-
ing domain model acquisition is to leverage observations of
world states (and their changes) and/or of actions that an
observed entity performs. In other words, data from which
the domain acquisition tools synthesize domain models are
in the form of traces of states and actions. The tools dif-
fer by “completeness” of traces that they support, ranging
from complete traces (full states and actions) in the case
of Observer (Wang 1996) or SAM (Juba, Le, and Stern
2021), noisy traces (some information is missing or is in-
correct) in the case of ARMS (Yang, Wu, and Jiang 2007) or
FAMA (Aineto, Celorrio, and Onaindia 2019), or traces con-
taining only actions in the case of LOCM (Cresswell, Mc-
Cluskey, and West 2013). However, to the best of our knowl-
edge existing domain acquisition tools from state traces re-
quire full information about the parameters of the action to
be learned. Although LSSS (Bonet and Geffner 2020) does
not require action parameters either, it, however, requires
the whole reachable state space for each training instance
(which might be difficult to obtain and huge).

The assumption that we know (all) action parameters is
too strong. For example, we might want to learn a domain
model of a game from state traces that are logged from the
gameplay (Balyo et al. 2024). Although we can assume that
we have full observability of states (the game mechanics has
that information albeit the player might not see everything),
we might have limited information about the actions that the
player took. Usually, we can extract the name of the action
that the player took (e.g., move, pickup). However, we might
not be able to extract correct and complete sets of parameters
of the actions as the implementation of the game mechanics
might consider some parameters implicit. For example, the
location of an item the player wants to pickup might not be
explicitly required in the game implementation, yet it is im-
portant for the accurate description of the (planning) action
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since the player must be at the same location as the item.
That means that state traces might not contain all action pa-
rameters (if any) and hence it is up to the domain model ac-
quisition method to infer action parameters (alongside their
preconditions and effects) from such state traces.

In this paper, we address this gap in the literature by
proposing a new algorithm for domain model acquisition
that operates over state traces that contain only action names
and assume no information about the action arguments. In
other words, the information about which objects get sub-
stituted for the respective action’s parameters in each step is
missing.

The introduced algorithm leverages the idea of generating
sets of possible explanations that, in a nutshell, have to ex-
plain that a synthesised action schema correctly handles all
transitions (between states) in the traces in which the action
is involved. We have empirically evaluated our algorithm—
on a range of IPC domains—in terms of quality (how the
synthesised models differ from original IPC domains). We
have also compared our algorithm to the state-of-the-art do-
main acquisition tools SAM and Extended SAT (Juba, Le,
and Stern 2021) and the results show that our algorithms
outperform both SAM versions in quality.

Preliminaries
The planning problem deals with finding a plan, a sequence
of grounded actions, that transforms the world from an ini-
tial state to some goal state, i.e., a state where all goal con-
ditions are satisfied.

A (first-order-logic) predicate is represented by its unique
name and a set of k ≥ 0 arguments. A lifted
(resp. grounded) predicate has variables (resp. objects) as
its arguments. We consider a typed representation, i.e., each
variable (resp. object) has a certain type, which means that
only objects of a given type can be substituted for a variable
of that type. A state is represented by a set of grounded pred-
icates, or facts, that are understood to be true in that state.

An action a, spelled out as act name(x1, . . . , xk), con-
sists of a unique name act name and a (possibly empty) list
of distinct variable arguments (often referred to as action’s
parameters) x1, . . . , xk, and is determined by three sets of
(lifted) predicates pre(a), add(a) and del(a), representing
a’s preconditions, add and delete effects, respectively. The
predicates in pre(a), add(a) and del(a) are over the vari-
ables x1, . . . , xk. Such a lifted action (we sometimes say ac-
tion schema to stress the presence of variables) is grounded
(we may also say instantiated) by providing a substitution, a
mapping σ from the variables x1, . . . , xk to (not necessarily
distinct) objects o1, . . . , ok, and consistently grounding the
predicates in a’s preconditions and effects using σ.

A grounded action a is applicable in a given state S if and
only if pre(a) ⊆ S. A grounded action that is applicable in
a state S transforms the state S to a new state S′ such that
S′ = (S\del(a))∪add(a), we also write S′ = apply(S, a).

A planning problem instance consists of a domain defini-
tion and a problem definition. The domain definition con-
sists of a set of predicates, a set of lifted actions, and a hi-
erarchy of types. The problem definition consists of the set

of objects with their types and two sets of grounded pred-
icates, one representing the initial state I and the other the
goal conditions G. A plan for a given problem instance is
a sequence of grounded actions π = ⟨a1, . . . , an⟩ such that
G ⊆ apply(. . . apply(apply(I, a1), a2) . . . an) meaning the
consecutive application of actions in π, when starting in the
initial state, is possible and results in a state in which the
goal conditions are satisfied.

In general, a state trace is an alternating sequence of states
and grounded actions S0, a1, S1, . . . , an, Sn, where ai is ap-
plicable in Si−1 and ai transforms Si−1 to Si. We consider
fully observable states Si and (only) names of the ground ac-
tions ai. Note that in literature, the states might be partially
observable and/or noisy.

Domain Model Acquisition (or domain synthesis) is the
task of generating a domain definition file from a set of
traces. That is, in our case, deducing the set of lifted ac-
tions A such that for each pair of subsequent states Si−1

and Si and the action name act namei in between, there is
a grounded action a, an instance of some lifted action from
A, such that act namei is the name of a, a is applicable in
Si−1, and Si = apply(Si−1, a).

Related Work
Automated domain synthesis is a field that originated in the
early 90s. Since then, numerous methods for automated ac-
tion model acquisition have been developed, some of which
have been implemented in the MACQ framework (Callanan
et al. 2022). The most relevant that are related to ours can
be collected into six groups based on their overall similar-
ity and the set of working assumptions. Almost all domain
acquisition methods assume the STRIPS hypothesis space
with a few exceptions, which we mention below. Similarly,
all but one acquisition model assumes deterministic effects.

The first group are the earliest versions of model ac-
quisition techniques which assume full observability of the
world states, without any noise. Considering that observed
states are trustworthy, these models operate on full satisfia-
bility. The learning paradigm is based on interaction with
the environment: the models learn by successful and un-
successful execution of the plans, with occasional and op-
tional input from the expert. The prominent examples in-
clude OBSERVER (Wang 1996), which assumes fully ob-
servable traces, which are strings of state, action, state, ac-
tion, etc., where the first and the final state describe the
initial and the goal states. Actions have labels, but they
may have preconditions and effects partially or completely
missing. The paradigm of learning preconditions is based
on having two competing sets: those that overapproximated
the set of preconditions and those that underapproximate it.
In ideal conditions, as the model learns by failing to ex-
ecute plans, these two converge to each other. There are
some limitations, however. While the model allows negated
preconditions, it cannot learn them, in which case it re-
quires input from the human expert. OpMaker (McCluskey,
Richardson, and Simpson 2002), designed as a part of GIPO,
can be understood as an automated “assistant” for develop-
ing action models that share a lot of similarities with OB-
SERVER while supporting human user intervention. Op-
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maker also supports the acquisition of hierarchical action
models. Another example is EXPO (Gil 1994) which op-
erates with the same set of assumptions as OBSERVER.
While it uses STRIPS, it also optionally allows conditional
effects. Here, the learning is based on the Operator Refine-
ment method. It learns missing preconditions from unpre-
dicted outcomes, and incomplete effects from unpredicted
states, when executing plans. TRAIL (Benson 1996), which
also uses fully observed states, is loosely related. However,
instead of STRIPS, the action model uses action-effect pairs,
called Teleo-operators, which can be applied as long as nec-
essary to achieve the intended effect. TRAIL uses Inductive
Logic Programming to learn the preconditions for the action
models. OLAM learns STRIPS action models incrementally
(from fully observable traces) by effectively interleaving ac-
tion model learning and exploration phase selecting plans
for execution (Lamanna et al. 2021). Recent work (Bachor
and Behnke 2024) provides a theoretical and complexity
analysis of domain acquisition under the assumption of “jus-
tified” state traces (i.e., actions performed in state traces are
not redundant). It has been shown that it is sufficient to con-
sider the most restrictive models, maximizing preconditions
and delete effects while minimizing add effects.

The second group operates with only partially observed
or noisy states. Because of this, the learning paradigm of
action preconditions and effects is based on optimization,
rather than satisfaction. The goal is to create the most likely
action model, given some metrics. The first such model
and the former state-of-the-art algorithm is ARMS (Yang,
Wu, and Jiang 2007). In ARMS, the initial and final states
are known, but intermediate states may be incomplete, and
the fluents are hidden. The learning is framed as an opti-
mization task that minimizes the error and redundancy met-
rics, aiming to find concise and correct models. It does that
by creating a weighted propositional satisfiability problem
and solving it with MAX-SAT. The first of the two exten-
sions of this method is LAMP (Zhuo et al. 2010), which
additionally includes learning action models with univer-
sal and existential quantifiers and logical implications, us-
ing ADL instead of the STRIPS model hypothesis. Ad-
ditionally, it uses the Markov Logic Network for the op-
timization. The second is AMAN (Zhuo and Kambham-
pati 2013), which extends ARMS to include situations in
which actions have a probability of being observed incor-
rectly and uses the same MAX-SAT. AMAN has been fur-
ther extended as ADMN (Zhuo, Peng, and Kambhampati
2019), to include noisy states and disordered or parallel
actions. Loosely related are LOUGA (Kučera and Barták
2018), ALICE (Mourao, Petrick, and Steedman 2010), and
SLAF (Amir and Chang 2008) methods. They use the same
input but approach the problem differently. LOUGA uses a
genetic algorithm, in which the learning is based on evolving
the model to achieve maximal fitness. The fitness function
is defined in terms of preconditions not met by the action
model, redundant effects, and the number of state variables
missing in the trajectory. ALICE uses triples (pre-state, ac-
tion, post-state) instead of traces and assumes that state ob-
servation might be noisy, instead of missing. The learn-
ing is based on Boolean classifiers. First, the effects are

learned from the parameters of these classifiers, and precon-
ditions are derived later in the post-processing stage. Finally,
SLAF assumes a fully observable sequence of executed ac-
tions, and partially observed states, but without noise. It
uses logical encoding to extract action theories based on the
constraint propagation approach, by which it differs from
other, optimization-based approaches. Given observations
of actions and partially observed states, inconsistent models
are removed, and only those action models that are consis-
tent with the observations remain. Recent work concerns
AMLSI (Action Model Learning with State machine Inter-
action) family of domain acquisition techniques that learn
STRIPS, temporal, and hierarchical action models (Grand
2022).

The third group models the planning as a labeled di-
rected graph, where edges are labeled with action names.
LOCM (Cresswell, McCluskey, and West 2013) assumes a
sequence of executed actions but no knowledge of the ac-
tual states. Actions contain parameters. It learns predi-
cates, including static predicates, and preconditions and ef-
fects of actions, by using a finite state machine. The lack
of observed states is compensated by reasonable assump-
tions in the structure of actions. The two follow-ups in-
clude LOCM2 (Cresswell and Gregory 2011), which in-
cludes multiple finite state machines, and LOP (Gregory and
Cresswell 2015), including preconditions with static predi-
cates. Then, LSSS (Bonet and Geffner 2020) explores reach-
able state spaces of problem instances without the explicit
knowledge of predicates, only with labels denoting types of
actions. It learns the predicates of the operators and the ini-
tial state by using the satisfiability paradigm with a two-level
combinatorial search. The outer level learns the simplest
values of the parameters, and the inner level computes the
action schemes consistent with the observations.

The fourth group contains LPROB (Pasula, Zettlemoyer,
and Kaelbling 2007), which is the only method that assumes
non-deterministic action effects. The state traces (pre-state,
action, post-state) are fully observed. It uses Probability
STRIPS and Prob SAT optimization scheme, to learn pre-
conditions and effects, and probabilities associated with the
non-deterministic action effects.

The fifth group contains only one the FAMA method
(Aineto, Celorrio, and Onaindia 2019) that uses only a min-
imal set of assumptions: the initial state and goal. It can
use incomplete sequences of observations—an unbounded
number of unobserved states and actions may be missing.
However, it is assumed there is no noise in the traces. It
uses STRIPS but allows conditional effects. Here, the lack
of observed actions is compensated by compiling the prob-
lem into a planning scheme, which allows the planner to fill
the gaps consistent with the observations.

Finally, the sixth group consists of a family of methods
that follows the concept of safe model-free planning (Stern
and Juba 2017), which, in a nutshell, guarantees that a
plan generated from state traces will not fail. Safe Action
Model (SAM) learning leverages this concept for acquisition
of lifted domain models (Juba, Le, and Stern 2021). Ini-
tially, two versions of SAM were proposed. The first ver-
sion assumes that each object is only ever bound to one ac-
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tion parameter at a time in the state traces (called the injec-
tive action binding assumption) and if the number of predi-
cate arguments is bounded, it is sufficient to observe a linear
number of state traces with respect to the size of the lifted
action model. The second version of SAM relaxes the in-
jective binding assumption of the first version (Juba, Le, and
Stern 2021). The SAM approach has been extended to learn-
ing action models with numeric fluents (Mordoch, Juba, and
Stern 2023) and probabilistic action models (Juba and Stern
2022). Most recently, the SAM approach has been extended
to deal with partially observable state traces (Le, Juba, and
Stern 2024).

Domain Model Acquisition
From the user’s perspective, domain model acquisition starts
from some sort of logs collected while interacting with an
environment of interest. In our case, such a log records a se-
quence of states and with each state the set of ground predi-
cates that become true or false since the previous state, i.e.,
their truth status changed from false to true, resp. from true
to false. For each state, we additionally record a single label
that represents the name of the action responsible for trans-
forming the previous state to the current state. States with
the same label belong together and will be synthesized into
a single planning action with its name equal to the label.

We start this section by spelling out the exact input and
output requirements for our domain model acquisition task,
and, in particular, by showing how the informal idea of logs
gets captured by the notions of traces and transitions.

Task
As the input for a domain model acquisition task, we con-
sider

• a hierarchy of PDDL types (T ,≤), where ≤ is the “sub-
type” relation; we expect⊤ ∈ T such that we have t ≤ ⊤
for any t ∈ T (⊤ is the PDDL object type),

• the set of predicates that we expect to encounter P . We
get their names and typing information; e.g., p : t1× . . .×
tk where k is the arity of p ∈ P and ti ∈ T ,

• a set of traces with states over grounded predicates from
P using some finite set of objects Obj . Each such trace
is of the form S0, a1, S1, . . . , an, Sn, however, we do not
have access to the actions ai themselves, only to their re-
spective names (which we will also call action labels).
So we actually work with traces of the form: S0, (l1 =
name(a1)), S1, . . . , (ln = name(an)), Sn.

Note that the order in which the states appear in the traces
is for us only relevant for capturing the immediate neigh-
bouring states and the action label in between. Thus the
given traces naturally decompose into a single set of tran-
sitions S . This allows us to combine traces from multiple
problem instances and even partial traces (traces where we
do not start in the initial state and/or the goal of the prob-
lem instance is not achieved). Each transition R ∈ S is a
triple (Sb, l, Sa), where the before-state Sb and after-state
Sa are sets of ground facts, each fact being a known pred-
icate p ∈ P applied to a vector of objects o⃗, the length of

which matches the arity of p. Moreover, l is an action label
from some finite set of labels/names l ∈ L.

It will be natural for us to treat each transition in isolation
or to group them together according to the labels l. The
remaining temporal information contained in the traces can
be safely discarded.

As the output, we want to synthesise, for every action
label l appearing in the given transitions S a lifted action
(schema) al = (r⃗, t⃗, pre, add , del) consisting of

• a vector of distinct parameters r⃗ = r1, . . . , rk (of yet-to-
be-determined length k),

• typing information t⃗ = t1, . . . , tk (a vector over T ),

• a set of preconditions pre , add effects add and delete ef-
fects del , each of which is a set of (lifted) facts, i.e., pred-
icates p ∈ P applied to some of our parameters from
r⃗ (possibly with repetitions, in an arity-respecting and
typing-respecting manner),

such that (explains observed transitions): for every transi-
tion R = (Sb, l, Sa) ∈ S , there is a (types-respecting1) sub-
stitution σR : {r1, . . . , rk} → Obj satisfying

• fσR ∈ Sb for every f ∈ pre , and

• Sa = (Sb \ {eσR | e ∈ del}) ∪ {eσR | e ∈ add}.
We will refer to the problem specified above as action

model synthesis.

Complexity
We show that the problem of synthesising an action with
k arguments is at least as hard as the graph isomorphism
problem and is contained in NP.

Theorem 1. The following problem is in NP: Given a set of
transitions and a number k, is there a lifted action with k ar-
guments and a substitution for each transition that grounds
the action consistently ?

Proof. We have to prove that we can check a given witness
(a lifted action and a substitution for each transition) in poly-
nomial time. For each transition, we apply the given sub-
stitution to the lifted action to obtain a ground action. To
check if the ground action is consistent, we need to confirm
that: the preconditions are satisfied, there is an effect in the
ground action for every difference between the before and
after state of the transition and each effect is true in the after
state. All of these checks can be performed via set contain-
ment operations in polynomial time.

Theorem 2. The following is graph isomorphism hard:
Given a set of transitions and a number k, find a lifted action
with k arguments and substitutions that ground the action
consistently with the transitions.

Proof. We encode a graph isomorphism problem into action
model synthesis. Let G1 = (V1, E1), G2 = (V2, E2) be
two graphs and we want to find a function f : V1 7→ V2,
showing that the graphs are isomorphic. Meaning that f
is a surjective and injective function that maps nodes from

1I.e., the object σR(ri) can only be of type ti (or more specific).
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the first graph to the second, such that (v1, v2) ∈ E1 if and
only if (f(v1), f(v2)) ∈ E2. Note that we can assume that
there are no isolated vertices, i.e., vertices not incident to any
edges. If such vertices exist then the graphs are only isomor-
phic if both graphs have the same number of isolated ver-
tices, which can be mapped arbitrarily as there are no edges.
Hence, we only need to consider the graph isomorphism for
the subgraphs that do not contain isolated vertices. Another
edge case to consider is that the graphs have a different num-
ber of nodes, in which case no isomorphism exists. Hence
we assume that both graphs have the same number of nodes.

We construct a domain synthesis problem to encode the
graph isomorphism problem. There is an object for each
node in graph V1 and V2 respectively, the objects are dis-
joint. There is a binary predicate edge. The initial state has
all predicates set to false. In the first transition edge(v, v′)
becomes true for each (v, v′) ∈ E1. In the second transition
edge(v, v′) becomes true for each (v, v′) ∈ E2.

“⇒” If the graphs are isomorphic, observed by the func-
tion f , then we can construct an action for the domain syn-
thesis problem: The action has a parameter pi for each node
in vi ∈ V1. Let σ1(pi) = vi and σ2 = f ◦σ1. The action has
add effects edge(σ−1

1 (v), σ−1
1 (v′)) for each (v, v′) ∈ E1.

By construction, σ1 grounds the action consistently with the
first transition. Furthermore, σ2 grounds the action consis-
tently with the second transition, because f demonstrates the
graph isomorphism.

“⇐” Assume we synthesize a lifted action that has k =
|V1| = |V2| arguments and let σ1 be the substitution that
maps action arguments to objects so that the lifted action is
ground consistently with the first transition. Firstly, note that
the substitution σ1 must be a bijection: The number of argu-
ments k is equal to the number of objects that appear in pred-
icates changing the state. The number of such objects must
be exactly |V1|, because we ensured that there are no isolated
vertices and hence there is at least one added edge predicate
for each vertex. Secondly, the lifted action found encodes a
graph G3 = (V3, E3), where the parameters correspond to
nodes and add effects correspond to edges. And finally, this
graph must be isomorphic to G1, where σ1 maps the nodes
from G3 to G1: If (v, v′) ∈ E3, i.e., the lifted action has an
add effect edge(v, v′) then there must be a ground predicate
edge(σ1(v), σ1(v

′)) in the after state Sa, which means that,
by construction, there is an edge (σ1(v), σ1(v

′)) ∈ E1. If
there is an edge (v, v′) ∈ E1 then, by construction, there
is a predicate edge(v, v′) in the transition that must be ex-
plained by the action and thus edge(σ−1

1 (v), σ−1
1 (v′)) must

be an effect, i.e., (σ−1
1 (v), σ−1

1 (v′)) ∈ E3. Analogously, G3

is isomorphic with G2 and hence, G1 and G2 are also iso-
morphic shown by f = σ2 ◦ σ−1

1 , where σ2 is the substitu-
tion grounding the lifted action consistently with the second
transition.

Algorithm L1
Approaching the action model synthesis problem with cer-
tain completeness guarantees in mind requires us to poten-
tially speculate all possible effects that would explain the
observed differences between the before-states and the after-

states. We might then check for each such speculated expla-
nation whether it is consistent with every observed transition
for its respective action label. A challenge to this approach
comes from the fact that, in each transition, we also need to
speculate over the exact form of σR, the substitution map-
ping of the action’s formal parameters to concrete objects.
What is worse is that at the beginning we do not even know
the number of parameters each action could possibly have.

Substitutions and Effects Let us start by explaining how
we address this last challenge. At the beginning, for each
action label l we scan all the transitions belonging to l and
in each count the number of distinct objects that occur as
arguments to facts that change value there. We denote by
min pars l the maximum over these numbers for l. It is a
lower bound for the number of parameters of the action we
will synthesise for l. We use min pars l as the initial num-
ber of l’s parameters. Should it later become impossible to
synthesise the action for l with this many parameters, we
would increase the value by 1 and start the synthesis (for
that particular l) from scratch.

Example. To see why min pars l might be too low in gen-
eral, consider the following two transitions:

R1 = ({}, l, {p(a)}), R2 = ({p(a), p(b)}, l, {p(b)}).

While only one object (namely a) is always mentioned as
an argument to a predicate of a fact that changes value, it
is clear that a single-parameter action cannot explain both
R1 and R2 as one of the transitions requires an addition and
the other a deletion to explain, which need to be distinct.
The two transitions, however, can be explained by an action
schema with two parameters x1, x2, an add effect p(x1), a
delete effect p(x2) and substitutions

σR1
= {x1 7→ a, x2 7→ b}, σR2

= {x1 7→ b, x2 7→ a}.

We remark that in our experiments with the IPC bench-
marks, we never arrived at a final number of action’s param-
eters larger than min pars l.

The second challenge, after the number of action param-
eters is fixed, is to speculate the shape of σR for each tran-
sition R. Because this leads to a problem where decisions
should be tried out to be possibly retracted later, we choose
an approach based on encoding the whole remaining syn-
thesis problem into propositional satisfiability (SAT) to out-
source the burden of backtracking.

To maintain efficiency, the encoding is incremental, start-
ing from a single transition R = (Sb, l, Sa) and from only
encoding the part that makes sure all the observed changes
are explained. When this is done for a single transition,
the for-now-preliminary solution always correctly explains
it. Let us now introduce this first part of the encoding before
we elaborate on what needs to be added to correctly cover
all the transitions.

We work with two basic sets of propositional variables.2
The first set describes the shape of σR in an obvious
way: for every formal parameter pi we have the variables

2Remaining variables are auxiliary, serving to build a compact
encoding, but otherwise uninteresting.
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bind(R, pi, oj), where oj ranges over all the objects Obj (of
the type prescribed to pi) and encodes that σR(pi) = oj .3
We state in our encoding that exactly one bind(R, pi, oj)
should be true (for every pi and for every R from our logs
with label l). The second set contains variables of the form
add(pred , pi, . . .) (and del(pred , pi, . . .)) for every predi-
cate pred among the facts in Sa\Sb (resp. Sb\Sa) and every
vector of formal parameters pi, . . . of a length correspond-
ing to the arity of pred . Note that unlike the bind variables
these are not indexed by R as their meaning is for the actual
action schema (i.e., it is non-local).

We explain, in the encoding, e.g., an addition of
pred(a, b) observed in R by adding the (CNF of)∨

add(pred , pi, pj) ∧ bind(R, pi, a) ∧ bind(R, pj , b),

(1)

where the big disjunction is over all the possible vectors of
(available) formal parameters of length two.

If the ensuing formula is satisfied minimally with re-
spect to the positive literals over add(pred , pi, . . .) and
del(pred , pi, . . .), the corresponding solution will correctly
explain our transition R = (Sb, l, Sa). To get a minimal so-
lution we employ a standard trick using unit literal assump-
tions (Eén and Sörensson 2003): We consider a literal that is
set to true and check if the formula can be satisfied with this
variable set to false, until no more literals can be set to false.

While we will get an explanation for the considered tran-
sition, the found solution may fail to explain other transi-
tions for l or it may fail to be consistent with non-changes
(adding something which is not seen to have been added, or
deleting something not seen to have been deleted). In prin-
ciple, we could add (1) for every transition for l into one
big formula to prevent the first problem. The formula might,
however, become prohibitively large for large input logs. In-
stead, we now set out to independently, with each transition,
verify the current solution (as encoded in the assignment to
the add and del variables). Only if the verification fails for
a particular transition R′, we start, one by one, forming big-
ger and bigger sets of transitions which need to be explained
jointly. (E.g., after the first failure, we would go and explain
jointly for {R,R′}). The need for a joint encoding of more
than one transition, however, arises only very rarely in the
IPC benchmark synthesis.

The difference between synthesis and verification is that
with verification we already have a tentative solution (in the
form of an assignment to the add and del variables), we
supply it to a SAT solver as unit assumptions and thus only
ask it to solve for the bind variables, effectively guessing the
substitution σR for a particular R.

There is still a missing part of our encoding needed both
for verification and for synthesis over larger transition sets
than size 1 (as explained above). This is the part that ensures
consistency of the speculated effects with non-changes. In
our algorithm, we only add formulas of this part in a lazy,
on-demand, fashion, always only after a certain σR has been
recovered from a preliminary solution. The trigger for this

3The R here in bind(R, pi, oj) should be understood as a
unique identifier of the transition carrying no other information.

is seeing an effect, e.g., a true variable add(pred, p1, p2)
in the tentative assignment, along with, e.g., bind(R, p1, a)
and bind(R, p2, b) set true as well, while the corresponding
grounded p(a, b) is not in Sa for R.

The remedy is to exclude such a solution by adding the
following clause to the encoding

¬add(pred , p1, p2) ∨ ¬bind(R, p1, a) ∨ ¬bind(R, p2, b)
(2)

or analogously for an unobserved delete effect4. As these
clauses are added lazily, we always ask the SAT solver for a
new solution and possibly add more (2) if the new solution
has a different problem.

Algorithm 1 Synthesise Substitutions and Effects

1: for each distinct action label l do
2: SYNTHONE(Rl := {R ∈ S | R = (Sb, l, Sa)})

3: procedure SYNTHONE(Rl)
4: k ← min pars l
5: while not SYNTHONENUMPARAMS(Rl, k) do
6: k ← k + 1
7: recover and store action l and σR for every R ∈ Rl

from the found SAT assignment

8: procedure SYNTHONENUMPARAMS(Rl, k)
9: R← Rl ▷ some transition to start with

10: repeat
11: ENCODEADDITIONALLYFOR(R, k)
12: if not SATISFIABLE() then
13: return False
14: R← VERIFYANDPICKOFFENDING(Rl)
15: until R = None
16: return True

Algorithm 1 captures the top-level structure of the just de-
scribed process. At the top, we can see that we deal with
each action label l in isolation. Then just below we fix the
speculated number of action parameters k and increment it
one by one if necessary. Finally, in the last procedure, we
highlight the fact that our encoding is incremental, and only
if a transition violates a tentative solution (i.e., is OFFEND-
ING) it is encoded into the SAT formula.5 (None is a special
value denoting that no such transition exists anymore and
thus a solution has been found.) We remark that to save
space the actual SAT solver and the encoded formula are

4Strictly speaking, with delete effects we should speculate the
unobserved deletion is possibly “shadowed” by an add effect which
locally binds to the same ground fact. (This asymmetry comes from
the adopted action semantics, where the delete effects are applied
before the add effects, as in our S′ = (S \ del(a)) ∪ add(a).)
We left out this part from our encoding for simplicity and never
encountered an IPC-derived synthesis problem where this omission
would lead to an unsatisfiable formula (for a particular number of
formal parameters).

5This a key to a good performance on our benchmark traces, as
there can be hundreds of transitions sharing the same label, but only
just a few needed to synthesise the action that explains everything.
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only implicit in Algorithm 1 and assumed to be part of a
global state.

Preconditions Once the local substitutions σR are estab-
lished, synthesizing preconditions is relatively straightfor-
ward and does not require to be done via SAT encoding. We
strive to generate as many (reasonable) preconditions as pos-
sible (while sticking with the empty precondition set would
also lead to a solution that explains all the observations) and
rely on an idea of “lifting in all possible ways”.

For every transition R = (Sb, l, Sa), we collect all the
ground facts in Sb whose arguments are in the range σR. Let
us call their set GPCR for ground precondition candidates.
(Note that GPCR includes predicates without arguments,
i.e., of zero arity.) Now lifting in all possible ways means
forming the set of lifted precondition candidates

LPCR = {f | fσR ∈ GPCR},

where the arguments to f are among the corresponding ac-
tion established parameters (i.e., the domain of σR). Finally,
we synthesise the precondition set prel for the action with
label l as the intersection of the candidate sets over all tran-
sitions with that label:

prel =
⋂

R∈S,R=(Sb,l,Sa)

LPCR.

Example. Lifting in all possible ways is useful for the
case of a non-injective σR. Consider, for instance σR =
{x1 7→ a, x2 7→ a} and Sb = {p(a)}. Here we speculate
LPCR = {p(x1), p(x2)}, because it is not clear—from this
transition R—what is the “right way” of referring to p(a).
This ambiguity typically gets quickly resolved by consider-
ing the intersection over all the observed transitions.

Argument Types Finally, we assign types t⃗ to the formal
parameters r⃗ in the learned actions as follows. For every ob-
ject we encounter, as an argument to a (ground) fact in either
Sb or Sa, we look up the corresponding predicate and the
type for the corresponding argument position in its typing
information. For each object, we maintain the most specific
(smallest w.r.t.≤) type obtained this way. When it is time to
assign types to action parameters, we take the most general
type over the objects that ever occurred at the particular ac-
tion argument position. “Most general” always makes sense,
in the worst case we end up with ⊤.

Limitations of Learning from Logs
When running a synthesis algorithm on synthetic logs gen-
erated from existing domains, it is quite interesting to com-
pare the obtained results with the original domains to see if
there are any differences. Here we analyze such differences
for the case of running our synthesis algorithm on our IPC-
based benchmark.

Missing actions We obviously cannot re-synthesise ac-
tions which do not appear in the input logs.

Preconditions Our algorithm generally creates more pre-
conditions than just those present in the original problem
formulation. One reason for this is that with insufficiently

“exploratory” logs to synthesise from, the before-states of
certain action label’s transitions (from which preconditions
are synthesised) simply satisfy more properties than they
would in general.

As an example, we can take the IPC benchmark
Woodworking and the action do-spray-varnish
(with a parameter ?x - part among others) for which
we synthesise two extra preconditions: (colour ?x
natural) and (goalsize ?x small). It seems
these preconditions only hold by chance in our logs, as noth-
ing should prevent the varnishing actions from spraying on
a part that is not of natural color or of other than small size.

A second kind of extra preconditions are those that log-
ically follow from those already stated (within the rules
which govern the modelled domain). These include,
e.g., (road ?l2 ?l1) in Transport’s drive action,
where only (road ?l1 ?l2) is stated normally, but we
synthesise both. An extreme example of the above phe-
nomenon is preconditions that could be called tautological
(from the logical point of view). The Agricola domain
contains a rigid predicate num substract which tabu-
lates the subtraction relation (i.e., p1 − p2 = p3) for small
numbers (type num). This, however, means that when a nu-
merical argument ?i2 to an action appears, our algorithm
proposes (num substract ?i2 ?i2 num0) as a pre-
condition, because x− x = 0 is a mathematical truth.

There is one exception to the statement that our algorithm
only over-approximates the originally stated preconditions.
We do not strive to synthesize negative preconditions, and
thus, these will always be missing in the synthesised domain.

Incorrectly synthesised types We sometimes synthesise
a more general type than the one declared in the origi-
nal domain. The reason is that the predicates from which
we infer the type of an object are typed more generally
than the action. As an example, we can name the action
collect animal from the Agricola domain, where
the parameter ?act is typed animaltag, but we only
infer the more general actiontag, which is how ?act
is typed in available action and open action in
which it appears there.

Interestingly, we also observe the opposite, i.e., we syn-
thesise a more specific type than the one mentioned in the
original domain presentation. For example, in Barman’s
clean-shot, the second argument is originally ?b -
beverage and the action’s body only mentions ?b as the
second argument of used, also typed as beverage in the
domain. Our algorithm, however, synthesised a more spe-
cific type ingredient here, because all the invocations
of clean-shot in our logs used an object which also
appeared as the second argument of dispenses, a rigid
predicate typing its second argument as ingredient.
This could be considered an inefficiency in the Barman
domain discovered by our algorithm, as it seems the do-
main could have typed clean-shot’s second argument
ingredient without any loss of generality.

Finally, we may not be able to synthesise any reasonable
type for an action parameter, if the corresponding objects
in transitions never play a role in any (potential) precondi-
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Domain count max. arity traces
Name #T #P #A MP MA Tr Obs

Barman 10 15 10 2 6 4 234
Childsnack 7 13 6 2 4 4 181
Elevators 6 8 6 2 5 6 142
Floortile 4 10 6 2 4 2 80

Hanoi 2 3 1 2 3 1 7
Nomystery 6 6 3 3 6 3 41

Parking 3 5 3 2 3 4 168
Pegsol 2 5 3 3 3 4 93
Rovers 8 25 9 3 6 3 30

Scanalyzer 3 6 4 4 8 4 61
Sokoban 6 6 3 3 6 4 353
Storage 10 8 5 2 5 4 17
Termes 3 6 7 2 4 4 548

Thoughtful 5 18 19 2 7 5 617
Tidybot 8 24 22 3 9 4 229

TPP 8 7 4 3 7 4 38
Transport 7 5 3 2 5 4 91
Visitall 2 3 1 2 2 4 404

Table 1: Details of our benchmark set. The first three columns
(count) contain the total number of types (#T), predicates (#P), and
actions (#A). We only count actions that occur at least once in the
traces used for learning. The next two columns show the maximum
parameter arity of the predicates (MP ) and actions (MA). The last
two columns give the number of traces (Tr) and their total length,
i.e., the total number of state transition observations (Obs).

tions or effects. This may sound strange, but happens on sev-
eral occasions with the Woodworking domain. The gist of
the problem is that the domain uses pure object’s existence
(and none of its properties) as a “hidden” precondition of
an action. Take, for instance, the action do-saw-small
there. There is ?m - saw appearing in its parameter list
but nowhere else. This (implicitly) means the action is only
available in problems where a saw exists. Otherwise, the
action cannot be grounded in any way and thus cannot be
performed. For obvious reasons, our synthesis has no way
of guessing the type of such a parameter.

Missing/extra add or delete effects Discrepancies in the
synthesis of effects again stem from insufficiently diverse
observations. We can name the following cases.

With an action in the Agricola domain our al-
gorithm failed to synthesise a few effects such as
(available action act sow). The reason for this
could be that the domain actually does not have an ac-
tion by which (available action act sow) could
be deleted and so adding it is always a moot effect (provided
initial states contain it, which they in our case do).

With the Rovers domain there are several actions
communicate <something> data, which at the same
time both add and delete (channel free ?l) and
(available ?r). This essentially boils down just to
adding these facts (as additions have precedence over dele-
tions), but in our traces the corresponding facts are always

true and so the effects become invisible for our synthesis6.
Finally, we observed two cases in which a set of effects

got synthesised, but with slight discrepancies in the parame-
ter usage. In Tidybot’s base-cart-right, the action
comes with a long list of parameters and our algorithm syn-
thesised, e.g., (base-obstacle ?x2 ?cy) instead of
(base-obstacle ?cx2 ?cy). This can be explained
by noticing that our logs did not capture the full generality of
instantiating all the parameters with distinct values. For ex-
ample, ?x2 was always instantiated with the same objects
as ?cx2, thus our algorithm could not distinguish the two
and picked the “wrong” version of the effect.

Experimental Evaluation
We compare our new algorithm (called L1) against the SAM
and Extended SAM (E-SAM) algorithms (Juba, Le, and
Stern 2021). To our best knowledge, these algorithms are
the most recent and most similar to our proposed algorithm.
All three algorithms generate STRIPS models from precise
traces (no missing or noisy information is allowed). As for
the differences, SAM and E-SAM are given the list of all ac-
tion parameters (including their types) in the traces and also
in the lifted actions to be learned as input. Therefore SAM
and E-SAM only need to figure out the preconditions and
effects of each lifted action. On the other hand, L1 does not
have access to this information and needs to infer it. Fur-
thermore, SAM has an additional requirement on the traces
called the injective action binding assumption, which makes
it inapplicable for some domains.

The implementation of our L1 algorithm is done in Python
using the pysat (Stoneback et al. 2018) library for SAT solv-
ing and Glucose 3.0 (Audemard and Simon 2018) as the SAT
solver. The evaluation was run on a computer with an In-
tel(R) Core(TM) i7-12700H 2.30 GHz CPU and 64 GB of
RAM. The time limit for the learning of the domain models
was set to 1 minute.

We evaluate the algorithms by comparing the learned ac-
tions to the original actions from the reference domains, i.e.,
the domains used to generate the benchmark traces. Note
that this is a strong requirement for the equivalence of do-
main models as, technically speaking, models can be equiv-
alent (i.e., generating the same plans) even with different
action schemas. Yet, such a domain equivalence might be
even undecidable.

The benchmark domains were selected from the domains
used in recent International Planning Competitions (Vallati
et al. 2015). We filtered out domains that did not use types
and featured non-strips constructs such as conditional ef-
fects, quantifiers and numeric operations. The details of
all the benchmark domains and their corresponding traces
are given in Table 1. The reference domains, traces, and
learned domains by our algorithm are available online at
https://github.com/FilutaAI/synthesis-benchmarks.

The results are summarized in Table 2. We present the
total number of missing (-P) and superfluous (+P) precondi-
tions resp. effects (-E and +E) in the learned domains. We

6This seems to be an artifact from translating the domain from
a more expressive formalism.
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Domain L1 Synthesis SAM Extended SAM
Name -P +P -E +E fid. -P +P -E +E fid. -P +P -E +E fid.

Barman 4 12 0/2 0/2 0.885 0 85 0 0 0.835 23 50 0 0 0.656
Childsnack 0 1 0 0 0.995 0 22 0 0 0.894 7 16 14 0 0.398
Elevators 0 10 0 0 0.949 inapplicable 10 36 4 0 0.520
Floortile 0 7 0 0 0.964 0 56 0 0 0.772 10 48 0 0 0.588

Hanoi 0 1 0 0 0.976 0 9 0 0 0.816 0 9 0 0 0.816
Nomystery 0 3 0 0 0.966 inapplicable 6 7 0 0 0.598

Parking 0 3 0 0 0.977 0 19 0 0 0.868 11 2 0 0 0.551
Pegsol 1 6 0 0 0.927 0 25 0 0 0.853 8 15 0 0 0.656
Rovers 2 40 12 0 0.735 inapplicable 12 109 13 0 0.517

Scanalyzer 1 8 0 0 0.940 6 171 9 0 0.354 4 180 9 0 0.372
Sokoban 0 0 0 0 1.000 0 28 0 0 0.855 7 14 0 0 0.726
Storage 4 12 0/2 0/2 0.755 6 16 7 0 0.607 6 20 7 0 0.595
Termes 3 5 0 0 0.917 0 25 0 0 0.904 17 20 0 0 0.588

Thoughtful 0 20 0 0 0.984 29 526 41 0 0.508 60 606 41 0 0.403
Tidybot 37 152 0/4 0/4 0.713 inapplicable 77 346 32 0 0.400

TPP 6 8 0/6 0/6 0.492 inapplicable 5 43 12 0 0.354
Transport 0 1 0 0 0.990 0 8 0 0 0.926 6 6 0 0 0.660
Visitall 0 2 0 0 0.926 0 3 0 0 0.893 1 1 0 0 0.769

Table 2: Comparison of the domains produced by the three learning algorithms against the reference (original) domain. We present the total
number of missing (-P) and superfluous (+P) preconditions resp. effects (-E and +E) as well as the fidelity value. For effect differences with
L1 we present two values in some cases. The first value represents the differences if we tolerate that the parameter types do not match exactly
(a sub-type is used instead of the proper type), the second value highlights imperfect matches. More explanation of this subject is provided
at the end of the experimental section. SAM is inapplicable for the domains ’Elevators’, ’Rovers’, ’TPP’, ’Tidybot’, and ’Nomystery’ since
they do not satisfy the injective action binding assumption required by SAM.

also use a composite measure of performance, which we call
fidelity. It is defined as

fid. =
mapped predicates

mapped predicates + score
,

where mapped predicates is the sum of the numbers of
matched preconditions and effects, and score = (-P) +
0.2(+P)+(-E)+(+E) is a weighted sum of unmatched pred-
icates. The extra preconditions are weighted by factor 0.27,
since we prefer rather to overestimate than underestimate the
set of preconditions. The rationale for this is that it is easier
for a human modeler to remove unnecessary preconditions
than to think of and add missing ones. Others are weighted
with factor one, which puts them on the same footing as the
mapped predicates. This measure takes a value between zero
and one and can be interpreted as a percentage of how well
the synthesized model reproduces the original.

From the results in Table 2 we can make several observa-
tions. Firstly, SAM is inapplicable for 5 of the 18 domains
since these domains do not satisfy the injective action bind-
ing assumption. Next, both SAM algorithms tend to have a
very high number of superfluous preconditions, significantly
higher than L1 for most domains. On the other hand, they
never learn superfluous effects. In a sense, neither does L1,
unless we are doing a strict comparison where we do not
tolerate different types. The indicated superfluous effects

7The value 0.2 was chosen arbitrarily.

learned by L1 are due to learning the type of the parameter
incorrectly, we will explain this in more detail below.

It is interesting to see that the performance of E-SAM is
very different from SAM and usually weaker. We expect
similar performance on domains satisfying the injective ac-
tion binding assumption.

Looking at the results of our L1 algorithm, we can see that
the learned domains are mostly very close to the correspond-
ing reference domains, often differing only due to superflu-
ous preconditions. The biggest differences are present in
the Rovers, Tidybot, and TPP domains. Interestingly, none
of these domains satisfies the injective binding assumption,
which appears to be an indication of their difficulty. On the
other hand, L1 works very well on Elevators and Nomystery,
which also do not satisfy the assumption.

Regarding runtime, we do not present detailed results and
only summarize that all three algorithms are very fast on the
used benchmarks taking only a few seconds to complete all
the tests.

The superfluous effects of L1
The superfluous effects learned by L1 are actually cor-
rect but with a wrong parameter type. Let us clar-
ify this on the example of the Barman domain. Bar-
man contains the types shot, beverage and its sub-
type ingredient. There exists an action clean-shot
with the parameters (?s - shot ?b - beverage)
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and an effect (not(used ?s ?b)). However, L1
synthesis learns clean-shot with parameters (?s -
shot ?i - ingredient) and hence with the effect
(not(used ?s ?i)). This is evaluated as one missing
and one superfluous effect. All of the superfluous effects in
Table 2 are of this kind, which is also the reason for there
being at least as many missing effects in each case. For fur-
ther reading, we refer to the ‘incorrectly synthesized types’
paragraph in the ‘limitations of learning from logs’ Section.

Also note that this kind of mistake is not possible in SAM
and E-SAM, because the list of action parameters with their
types is given as input to them.

Conclusion
In this paper, we introduced a novel algorithm, called L1,
that learns STRIPS action models from fully observable
state traces that do not contain information about the pa-
rameters of the actions (in contrast to existing similar al-
gorithms). We have shown that action synthesis with a
bounded number of parameters is at least as hard as the
graph isomorphism problem, NP-hardness remains an open
problem. The L1 algorithm is based on providing expla-
nations for transitions between the states in the state traces.
That means, in a nutshell, that the synthesized action schema
has to correctly “fit” all the transitions in which the action
is involved, i.e., for a transition S, a, S′, pre(a) ⊆ S and
S′ = apply(S, a). L1 encodes the problem of action model
synthesis into Boolean Satisfiability (SAT) as it is an effec-
tive way to deal with possible backtracking that might occur
during the synthesis process.

We have empirically shown that our L1 algorithm is ca-
pable of learning more accurate action models than the
state-of-the-art algorithms SAM and Extended SAM despite
the fact they use more information about the actions to be
learned and strictly more information in the traces.

As for future work, we plan to develop an algorithm called
L0, that would require even less information in the state
traces. In contrast to L1, L0 traces will not require action
labels, i.e., it will synthesise action models only from in-
formation about state trajectories. Furthermore, we plan to
consider ADL features such as conditional effects that allow
synthesizing more compact (and practical) action models.
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